**Formas distintas de escribir en un fichero.**
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### 1. ****FileWriter****

* **Descripción**: Es la clase más básica para escribir caracteres en un archivo de texto.
* **Uso común**:
  + Se usa para escribir archivos de texto.
  + No es recomendable para grandes cantidades de escritura debido a su falta de eficiencia en el manejo de buffers.

*FileWriter writer = new FileWriter("archivo.txt");*

*writer.write("Texto de ejemplo");*

*writer.close();*

### Saber más sobre FileWriter:

Desde el punto de vista de la memoria del PC, **FileWriter** en Java funciona como un mecanismo para escribir caracteres a un archivo en disco, pero interactúa tanto con la **memoria principal (RAM)** como con el **sistema de archivos**. A continuación, te explico cómo funciona en detalle:

### 1. ****Buffering y memoria****:

* **FileWriter** no usa un buffer interno por defecto (al contrario de otras clases como **BufferedWriter**). Esto significa que cada vez que llamas al método write(), los datos son enviados directamente al sistema operativo para ser escritos en el disco.
* Esto puede generar más operaciones de escritura, lo que implica un acceso más frecuente al sistema de archivos y menos optimización del uso de la **RAM**.
* Aunque no hay un buffer explícito en **FileWriter**, el sistema operativo puede usar buffering internamente para gestionar el acceso al disco de manera más eficiente.

### 2. ****Proceso de escritura****:

* Cuando utilizas **FileWriter**, el programa almacena los datos temporalmente en la **memoria RAM**. Cada llamada al método write() envía esos datos al sistema operativo, que puede almacenarlos en un **buffer del sistema** antes de escribirlos físicamente en el disco.
* Los datos en memoria (RAM) no se escriben inmediatamente en el disco a menos que llames a flush() o close(). Esto asegura que todos los datos pendientes en memoria se envíen al sistema de archivos.

### 3. ****Uso de la memoria en el sistema****:

* **FileWriter** maneja la memoria de manera eficiente si el archivo que se está escribiendo no es muy grande. Sin embargo, si estás escribiendo grandes volúmenes de datos, es mejor utilizar una clase como **BufferedWriter** para mejorar el rendimiento.
* Con **FileWriter** puro, si escribes datos pequeños con muchas llamadas write(), el sistema hará muchas operaciones de escritura a disco. Esto puede ralentizar el programa y consumir más recursos de CPU y memoria debido a la interacción frecuente con el disco.

### 4. ****Cierre del recurso y liberación de memoria****:

* Cuando terminas de escribir en un archivo, es crucial llamar al método close() de **FileWriter**. Esto libera los recursos asociados, vacía cualquier dato que quede en el buffer del sistema operativo y cierra la conexión con el archivo.
* Si no se llama a close(), los datos podrían quedarse en el buffer del sistema operativo sin ser escritos en el disco, y el archivo puede quedar en un estado incompleto. Además, la memoria utilizada por **FileWriter** no se liberaría adecuadamente, lo que puede llevar a fugas de memoria.

### 5. ****Sincronización de la memoria y el disco****:

* Mientras escribes con **FileWriter**, los datos que están en la **RAM** (memoria principal) no siempre se escriben inmediatamente en el disco. Puede haber una diferencia temporal entre los datos en la memoria y los datos en el archivo en disco hasta que se llame a flush() o close(), o hasta que el sistema operativo decida volcar el buffer al disco.
* En sistemas operativos modernos, el buffer del sistema se vacía automáticamente de tiempo en tiempo, pero si necesitas asegurar que los datos se escriben en el archivo sin cerrar la conexión, puedes usar el método flush() para forzar la escritura.

### Ejemplo de uso de ****FileWriter****:

import java.io.FileWriter;

import java.io.IOException;

public class FileWriterExample {

public static void main(String[] args) {

try {

FileWriter writer = new FileWriter("archivo.txt");

// Escribe datos en memoria (RAM)

writer.write("Esto se escribe en el archivo");

// Forzar la escritura a disco (opcional, si quieres asegurar los datos sin cerrar el archivo)

writer.flush();

// Cerrar el recurso y liberar memoria

writer.close();

} catch (IOException e) {

e.printStackTrace();

}

}

}

### En resumen:

* **FileWriter** interactúa principalmente con la **memoria RAM** y el **sistema de archivos**.
* No usa buffering explícito, lo que puede causar más acceso a disco si haces muchas pequeñas escrituras.
* Los datos en memoria no se escriben en el disco hasta que se llama a flush() o close().
* Es importante cerrar el archivo con close() para liberar los recursos y evitar problemas de rendimiento o fugas de memoria.

### 2. ****BufferedWriter****

* **Descripción**: Se utiliza junto con FileWriter para mejorar la eficiencia de escritura mediante el uso de un buffer. Es más eficiente que FileWriter solo, ya que reduce la cantidad de accesos a disco.
* **Uso común**: Para escribir grandes cantidades de texto o si necesitas mayor rendimiento.

*BufferedWriter writer = new BufferedWriter(new FileWriter("archivo.txt"));*

*writer.write("Texto de ejemplo");*

*writer.newLine(); // Escribe una nueva línea*

*writer.close();*

### Saber más sobre BufferedReader

**BufferedWriter** es una clase en Java que se utiliza para escribir texto en un archivo con un **buffer** intermedio, lo que mejora significativamente el rendimiento al reducir la cantidad de accesos al disco. Desde el punto de vista de la memoria y el sistema, **BufferedWriter** actúa como una capa de almacenamiento temporal (en la **RAM**) antes de que los datos se escriban en el archivo en el disco.

### 1. ****Buffering y memoria****:

* **BufferedWriter** introduce un buffer en la **memoria RAM** donde los datos que se escriben se almacenan temporalmente.
* En lugar de enviar los datos inmediatamente al archivo, **BufferedWriter** los acumula en el buffer y solo los escribe al disco cuando el buffer está lleno o cuando se llama a los métodos flush() o close().
* Esto mejora el rendimiento porque evita realizar muchas pequeñas operaciones de escritura en el disco, que son costosas en términos de tiempo y recursos del sistema.

### 2. ****Proceso de escritura****:

* **BufferedWriter** actúa como un intermediario entre tu programa y el sistema de archivos.
* Cuando llamas a write(), los datos no se escriben directamente en el archivo. En su lugar, se colocan en un buffer en la **RAM**.
* Solo cuando el buffer alcanza su capacidad (por defecto, 8192 caracteres) o cuando se llama a flush() o close(), el contenido del buffer se envía al archivo en el disco.
* Este enfoque reduce el número de escrituras físicas en el disco, lo que es beneficioso cuando se trabaja con operaciones de escritura repetitivas o de pequeños bloques de datos.

### 3. ****Uso de la memoria en el sistema****:

* **BufferedWriter** utiliza un buffer en la **memoria RAM** (de tamaño configurable). Este buffer almacena los datos temporalmente hasta que sea necesario escribirlos en el archivo.
* A diferencia de **FileWriter**, que envía los datos directamente al sistema de archivos cada vez que llamas a write(), **BufferedWriter** optimiza el uso de la memoria al agrupar varias escrituras en una sola operación, lo que reduce la carga en la CPU y el disco.
* El tamaño del buffer se puede especificar al crear un **BufferedWriter**. Si no se especifica, se usa un buffer predeterminado de 8 KB.

### 4. ****Cierre del recurso y liberación de memoria****:

* Igual que en **FileWriter**, es crucial cerrar el **BufferedWriter** usando el método close(). Cuando llamas a close(), el buffer se vacía (si contiene datos pendientes) y se liberan los recursos asociados.
* Si no se llama a close() o flush(), cualquier dato que esté en el buffer no se escribirá en el archivo, lo que puede provocar pérdida de datos.

### 5. ****Sincronización de la memoria y el disco****:

* Con **BufferedWriter**, los datos que escribes en el archivo pueden permanecer temporalmente en el buffer de la **RAM** hasta que el buffer se llene o se llame explícitamente a flush(). Esto significa que puede haber un retraso entre el momento en que los datos se escriben en el programa y cuando realmente se guardan en el disco.
* El método flush() fuerza el vaciado del buffer, asegurando que cualquier dato pendiente se escriba en el archivo inmediatamente.
* El uso de flush() es útil si necesitas asegurarte de que los datos se escriban en el archivo sin cerrar el **BufferedWriter**.

### 6. ****Rendimiento****:

* **BufferedWriter** es significativamente más rápido que **FileWriter** cuando se realizan muchas operaciones de escritura pequeñas, ya que agrupa estas operaciones y las ejecuta en un solo acceso al disco.
* Sin el buffer, cada llamada a write() en **FileWriter** realizaría un acceso independiente al disco, lo que es costoso en términos de tiempo y recursos del sistema.
* En resumen, **BufferedWriter** mejora el uso de la memoria y reduce las operaciones de E/S al sistema de archivos.

### Ejemplo de uso de ****BufferedWriter****:

import java.io.BufferedWriter;

import java.io.FileWriter;

import java.io.IOException;

public class BufferedWriterExample {

public static void main(String[] args) {

try {

// Crear FileWriter envuelto en BufferedWriter

BufferedWriter writer = new BufferedWriter(new FileWriter("archivo.txt"));

// Escribir varias líneas en el buffer

writer.write("Primera línea de texto");

writer.newLine(); // Agregar un salto de línea

writer.write("Segunda línea de texto");

// Vaciar el buffer en el archivo

writer.flush();

// Cerrar el recurso y vaciar el buffer automáticamente

writer.close();

} catch (IOException e) {

e.printStackTrace();

}

}

}

### En resumen:

1. **BufferedWriter** usa un buffer en la **memoria RAM** para agrupar múltiples escrituras antes de enviarlas al archivo en el disco, lo que mejora la eficiencia del programa.
2. El buffer se vacía automáticamente cuando se llena o cuando llamas a flush() o close().
3. **BufferedWriter** es mucho más eficiente que **FileWriter** para escribir grandes volúmenes de datos o cuando se realizan muchas escrituras pequeñas.
4. Es importante llamar a close() para asegurarse de que todos los datos en el buffer se escriban en el archivo y liberar la memoria utilizada por el buffer.

### 3. ****PrintWriter****

* **Descripción**: Es muy conveniente para escribir datos formateados, como si estuvieras usando System.out.print(). Ofrece métodos como print(), println(), y printf().
* **Uso común**: Para escribir datos formateados en un archivo de texto.

*PrintWriter writer = new PrintWriter(new FileWriter("archivo.txt"));*

*writer.println("Texto con PrintWriter");*

*writer.printf("Formato: %d %s", 10, "prueba");*

*writer.close();*

### Saber más sobre PrintWriter

**PrintWriter** es una clase en Java diseñada para escribir datos de forma cómoda y formateada en archivos, similar a cómo se usa System.out.print() o System.out.println(). A diferencia de **FileWriter** y **BufferedWriter**, **PrintWriter** está optimizado para escribir cualquier tipo de datos, no solo cadenas de texto, y ofrece un control más fácil para escribir datos formateados. Desde el punto de vista de la **memoria** y el **rendimiento**, **PrintWriter** también puede usar un buffer interno, lo que lo hace más eficiente en ciertas situaciones.

### 1. ****Buffering y memoria****:

* **PrintWriter**, por defecto, se puede envolver con un **BufferedWriter** o utilizar buffering de manera interna si se desea mejorar el rendimiento en la escritura. Al igual que con **BufferedWriter**, si está usando un buffer, los datos primero se almacenan en la **memoria RAM**.
* Cuando se llama a los métodos print(), println() o printf(), los datos no se escriben inmediatamente en el archivo en disco; en su lugar, se almacenan temporalmente en el buffer (si está habilitado), y se vacían cuando se llama a flush() o close(), o cuando el buffer se llena.

### 2. ****Proceso de escritura****:

* **PrintWriter** tiene métodos como print(), println(), y printf() que permiten escribir datos formateados en el archivo (números, cadenas, booleanos, etc.) con facilidad. Estos métodos son más convenientes en comparación con **FileWriter** y **BufferedWriter**, ya que puedes formatear la salida de manera similar a cómo lo harías con System.out.
* Si se usa sin un **BufferedWriter**, las operaciones de escritura con **PrintWriter** son inmediatas, lo que significa que los datos se envían directamente al archivo en disco sin buffering adicional. Sin embargo, para escribir grandes cantidades de datos, se recomienda envolver **PrintWriter** en un **BufferedWriter** para mejorar la eficiencia.

### 3. ****Uso de la memoria en el sistema****:

* Si **PrintWriter** está envuelto con un **BufferedWriter**, los datos se almacenan en un buffer en la **RAM**, lo que reduce la cantidad de operaciones de escritura al disco. Esto mejora el rendimiento al agrupar varias escrituras pequeñas en una sola operación más grande.
* Si no se usa buffering, cada llamada a print(), println() o printf() puede escribir los datos inmediatamente en el archivo, lo que puede generar un mayor uso de CPU y disco si realizas muchas escrituras pequeñas.

### 4. ****Formateo y flexibilidad****:

* **PrintWriter** ofrece una gran flexibilidad al escribir datos de diferentes tipos en archivos, lo que lo hace ideal para trabajar con datos formateados. Por ejemplo, puedes escribir números enteros, flotantes, cadenas y otros tipos de datos de manera sencilla.
* También es útil para generar archivos de texto donde el formato es importante, como archivos CSV o reportes.

### 5. ****Cierre del recurso y liberación de memoria****:

* Como con **FileWriter** y **BufferedWriter**, es crucial llamar a close() en **PrintWriter** para asegurarse de que todos los datos que están en el buffer se escriban en el archivo antes de que el programa termine. Al cerrar el **PrintWriter**, se vacía cualquier dato que quede en el buffer y se libera la memoria asociada.
* Si se olvida cerrar **PrintWriter**, cualquier dato almacenado en el buffer podría perderse, ya que no se escribiría en el archivo.

### 6. ****Sincronización de la memoria y el disco****:

* Cuando se usan métodos como print() o println() con buffering, los datos pueden quedar temporalmente en la **RAM** y no ser escritos inmediatamente en el archivo en el disco. Para forzar la escritura de estos datos, se puede llamar a flush(), que vacía el buffer de la **RAM** al archivo en disco.
* Al llamar a flush(), todos los datos en el buffer se escriben en el archivo, lo que asegura que los datos se almacenen en disco incluso si el **PrintWriter** aún no se ha cerrado.

### 7. ****Rendimiento****:

* **PrintWriter** tiene un mejor rendimiento que **FileWriter** cuando se necesita formatear o escribir datos de diferentes tipos. Además, cuando se usa con un buffer (por ejemplo, envolviéndolo en **BufferedWriter**), mejora el rendimiento de las escrituras repetitivas, ya que reduce el número de accesos al disco.
* Cuando se usa con un buffer, es especialmente útil cuando se necesitan escribir muchas líneas pequeñas, como registros o reportes, que de otro modo requerirían muchas llamadas a disco.

### Ejemplo de uso de ****PrintWriter****:

import java.io.FileWriter;

import java.io.PrintWriter;

import java.io.IOException;

public class PrintWriterExample {

public static void main(String[] args) {

try {

// Crear FileWriter envuelto en PrintWriter

PrintWriter writer = new PrintWriter(new FileWriter("archivo.txt"));

// Escribir datos de diferentes tipos

writer.println("Escribir una cadena de texto.");

writer.printf("Formato: %d, %.2f, %s%n", 10, 3.1416, "texto");

// Escribir un booleano

writer.println(true);

// Cerrar el recurso (vacía el buffer y escribe los datos en el archivo)

writer.close();

} catch (IOException e) {

e.printStackTrace();

}

}

}

En este ejemplo:

* **PrintWriter** permite escribir diferentes tipos de datos (enteros, flotantes, cadenas, booleanos) y utilizar formatos (printf()).
* **println()** añade un salto de línea automáticamente después de escribir el dato.
* Al final, se debe llamar a close() para asegurar que todos los datos se escriben en el archivo.

### 4. ****FileOutputStream****

* **Descripción**: Se usa para escribir bytes en un archivo, por lo que es adecuado para archivos binarios o cuando necesites escribir datos en formato de bytes.
* **Uso común**: Para escribir archivos binarios (como imágenes, videos, etc.).

*FileOutputStream fos = new FileOutputStream("archivo.bin");*

*fos.write(new byte[]{65, 66, 67}); // Escribe los bytes 'A', 'B', 'C'*

*fos.close();*

**Saber más sobre FileoutputStream**

**FileOutputStream** es una clase en Java utilizada para escribir **datos binarios** en archivos, en lugar de texto, lo que la diferencia de clases como **FileWriter** o **BufferedWriter**. Desde el punto de vista de la **memoria** y el **sistema de archivos**, **FileOutputStream** gestiona los bytes de una manera más directa y es utilizada cuando necesitas trabajar con datos binarios, como imágenes, archivos de sonido, archivos binarios o datos en bruto.

### 1. ****Buffering y memoria****:

* A diferencia de **BufferedOutputStream**, **FileOutputStream** **no usa un buffer interno**. Cada vez que se llama a write() para escribir datos en el archivo, esos datos se envían inmediatamente al sistema de archivos sin almacenamiento intermedio en la **RAM**.
* Esto significa que si realizas muchas escrituras pequeñas, cada llamada a write() interactuará directamente con el sistema operativo, lo que puede resultar en un rendimiento más bajo en comparación con un enfoque buffered.

### 2. ****Proceso de escritura****:

* **FileOutputStream** escribe directamente **bytes** en el archivo. Este proceso es ideal cuando trabajas con datos que no están en formato de texto, como archivos binarios o datos en bruto.
* La clase está diseñada para escribir datos byte a byte, por lo que cuando llamas a write(), el byte que estás escribiendo es enviado inmediatamente al archivo en el disco.
* No realiza ninguna transformación de los datos, lo que lo hace más apropiado para trabajar con archivos no basados en texto.

### 3. ****Uso de la memoria en el sistema****:

* **FileOutputStream** utiliza una cantidad muy pequeña de **memoria RAM** para mantener los datos que se están escribiendo, ya que no almacena temporalmente los datos en un buffer grande como lo haría **BufferedOutputStream**.
* Si bien esto puede ser eficiente en términos de memoria, puede ser ineficiente en cuanto a **operaciones de entrada/salida (E/S)**, ya que cada escritura resulta en una operación de E/S al disco, lo cual es más costoso que agruparlas.

### 4. ****Cierre del recurso y liberación de memoria****:

* Al igual que con otras clases de escritura en Java, es crucial llamar a close() para liberar los recursos del archivo y asegurarse de que todos los datos se escriben correctamente en el disco.
* Aunque **FileOutputStream** no usa buffering, si hay datos que están siendo procesados en el sistema operativo o en la memoria del kernel, llamando a close() te aseguras de que esos datos se escriban completamente en el archivo antes de liberar los recursos.

### 5. ****Sincronización de la memoria y el disco****:

* Dado que **FileOutputStream** no utiliza un buffer en la memoria principal, los datos se escriben casi de inmediato en el archivo en el disco. Sin embargo, en sistemas operativos modernos, el propio sistema puede utilizar buffering a nivel del **sistema operativo**.
* Si deseas asegurar que los datos se escriben de inmediato en el disco, puedes llamar a flush() en las clases de **OutputStream**, aunque no es tan común en **FileOutputStream** debido a su funcionamiento directo.

### 6. ****Rendimiento****:

* **FileOutputStream** es eficiente cuando estás trabajando con **grandes bloques de datos** o cuando la cantidad de datos que escribes es pequeña.
* Sin embargo, si necesitas hacer muchas operaciones de escritura pequeñas, el rendimiento de **FileOutputStream** puede verse afectado debido a la falta de buffering. En estos casos, **BufferedOutputStream** sería una mejor opción, ya que agrupa varias escrituras en una sola operación de E/S, lo que es más eficiente.

### Ejemplo de uso de ****FileOutputStream****:

Este es un ejemplo básico de cómo usar **FileOutputStream** para escribir datos binarios en un archivo:

import java.io.FileOutputStream;

import java.io.IOException;

public class FileOutputStreamExample {

public static void main(String[] args) {

String data = "Datos binarios para el archivo.";

try {

// Crear FileOutputStream

FileOutputStream fos = new FileOutputStream("archivo.dat");

// Convertir cadena de texto en bytes y escribir en el archivo

byte[] bytes = data.getBytes(); // Convertir a bytes

fos.write(bytes);

// Cerrar el recurso y liberar memoria

fos.close();

System.out.println("Datos escritos en el archivo binario.");

} catch (IOException e) {

e.printStackTrace();

}

}

}

### 7. ****Trabajar con datos binarios****:

* **FileOutputStream** es útil cuando necesitas escribir archivos binarios, como archivos de imágenes, sonidos o cualquier tipo de dato no textual. Puedes trabajar con matrices de bytes (byte[]) para manipular estos datos directamente.
* También puedes usarlo para escribir datos **byte a byte**, como en el siguiente ejemplo:

java

Copiar código

try {

FileOutputStream fos = new FileOutputStream("archivo\_bytes.dat");

// Escribir bytes individuales en el archivo

fos.write(65); // Escribe 'A'

fos.write(66); // Escribe 'B'

fos.write(67); // Escribe 'C'

fos.close();

} catch (IOException e) {

e.printStackTrace();

}

En este ejemplo, los bytes correspondientes a los caracteres 'A', 'B' y 'C' (ASCII 65, 66 y 67) se escriben en un archivo binario.

### 8. ****FileOutputStream con BufferedOutputStream****:

Si necesitas mejorar el rendimiento cuando realizas muchas operaciones de escritura, puedes combinar **FileOutputStream** con **BufferedOutputStream**. **BufferedOutputStream** añade un buffer en la **memoria RAM** para agrupar las escrituras y reducir la cantidad de accesos al disco.

import java.io.BufferedOutputStream;

import java.io.FileOutputStream;

import java.io.IOException;

public class BufferedOutputStreamExample {

public static void main(String[] args) {

String data = "Este es un ejemplo de BufferedOutputStream.";

try {

// Crear FileOutputStream envuelto en BufferedOutputStream

FileOutputStream fos = new FileOutputStream("archivo\_buffered.dat");

BufferedOutputStream bos = new BufferedOutputStream(fos);

// Escribir datos en el buffer

byte[] bytes = data.getBytes();

bos.write(bytes);

// Vaciar el buffer en el archivo

bos.flush();

// Cerrar el recurso

bos.close();

fos.close();

System.out.println("Datos escritos con BufferedOutputStream.");

} catch (IOException e) {

e.printStackTrace();

}

}

}

### 9. ****¿Cuándo usar FileOutputStream?****:

* **FileOutputStream** es ideal cuando estás trabajando con archivos binarios como imágenes, videos o archivos en bruto.
* Si estás escribiendo datos en un archivo de forma directa y no necesitas buffering o formateo, **FileOutputStream** es una opción adecuada.
* Para mejorar el rendimiento en escrituras frecuentes, puedes envolver **FileOutputStream** en **BufferedOutputStream** para usar un buffer en la **memoria RAM**.

### En resumen:

1. **FileOutputStream** se utiliza para escribir datos **binarios** directamente en un archivo.
2. No usa un buffer, lo que significa que cada operación de escritura va directamente al disco.
3. Es eficiente para escribir grandes bloques de datos, pero puede ser más lento para muchas operaciones pequeñas sin buffering.
4. Para mejorar el rendimiento, puedes combinarlo con **BufferedOutputStream**, lo que permite agrupar las escrituras antes de enviar los datos al archivo.
5. Al igual que otras clases de E/S, es importante cerrar el recurso con close() para liberar memoria y asegurarse de que los datos se escriban completamente en el archivo.

### 5. ****BufferedOutputStream****

* **Descripción**: Similar a BufferedWriter, pero para archivos binarios. Se usa junto con FileOutputStream para mejorar la eficiencia de escritura mediante el uso de un buffer.
* **Uso común**: Para escribir grandes cantidades de datos binarios de manera eficiente.

*BufferedOutputStream bos = new BufferedOutputStream(new FileOutputStream("archivo.bin"));*

*bos.write(new byte[]{65, 66, 67}); // Escribe los bytes 'A', 'B', 'C'*

*bos.close();*

### Saber más sobre FilePutputStream

**BufferedOutputStream** es una clase en Java utilizada para escribir datos **binarios** en un archivo de manera eficiente, al introducir un **buffer** en la **memoria RAM**. Esto mejora el rendimiento de las operaciones de escritura, especialmente cuando se hacen muchas escrituras pequeñas. Al agrupar las operaciones de escritura en la memoria antes de enviarlas al sistema de archivos, **BufferedOutputStream** reduce el número de accesos al disco, lo que resulta en un uso más eficiente de los recursos del sistema.

### 1. ****Buffering y memoria****:

* **BufferedOutputStream** introduce un buffer intermedio en la **memoria RAM**. Los datos que escribes en el archivo se almacenan temporalmente en este buffer antes de ser enviados al sistema de archivos.
* Por defecto, el tamaño del buffer es de **8192 bytes** (8 KB), pero puedes especificar un tamaño diferente al crear el objeto. El buffer mejora el rendimiento al reducir la cantidad de operaciones de entrada/salida (E/S) que deben hacerse en el disco.
* Cuando el buffer se llena o cuando llamas a flush() o close(), todos los datos almacenados en el buffer se vacían y se escriben en el archivo.

### 2. ****Proceso de escritura****:

* Cuando escribes datos usando **BufferedOutputStream**, los datos no se escriben inmediatamente en el archivo en el disco. En su lugar, se almacenan en el buffer en la **memoria RAM**.
* Si realizas múltiples llamadas a write(), los datos se acumulan en el buffer. Solo cuando el buffer se llena o se llama a flush() o close(), el contenido del buffer se vacía y los datos se escriben en el archivo en una única operación.
* Este enfoque reduce la cantidad de operaciones de E/S, lo que es más eficiente cuando haces muchas escrituras pequeñas.

### 3. ****Uso de la memoria en el sistema****:

* **BufferedOutputStream** utiliza más **memoria RAM** que **FileOutputStream** debido al tamaño del buffer. El buffer se usa para almacenar temporalmente los datos antes de que se escriban en el archivo.
* El tamaño del buffer predeterminado es de 8 KB, pero puedes ajustarlo según tus necesidades. Un buffer más grande puede mejorar el rendimiento en situaciones donde se realizan muchas escrituras pequeñas, ya que reduce el número de escrituras al disco.
* A pesar del uso de memoria adicional, el buffer hace que el uso general del sistema sea más eficiente, ya que reduce el número de operaciones de E/S al disco, lo que puede ser costoso en términos de tiempo.

### 4. ****Cierre del recurso y liberación de memoria****:

* Al igual que otras clases de E/S, es crucial llamar a close() en **BufferedOutputStream** para asegurarse de que todos los datos almacenados en el buffer se escriban en el archivo y se liberen los recursos asociados.
* Si no llamas a close(), cualquier dato que esté en el buffer podría perderse, ya que no se escribiría en el archivo. Además, el sistema no liberará la memoria usada por el buffer hasta que el recurso sea cerrado.
* Alternativamente, si deseas escribir los datos sin cerrar el archivo, puedes llamar a flush(), que vacía el buffer pero mantiene el archivo abierto.

### 5. ****Sincronización de la memoria y el disco****:

* Los datos que escribes con **BufferedOutputStream** se mantienen temporalmente en la **memoria RAM** hasta que el buffer se llena o se llama a flush(). Esto significa que puede haber un retraso entre el momento en que escribes los datos en el programa y cuando se almacenan físicamente en el disco.
* Si necesitas asegurarte de que los datos se escriben inmediatamente en el archivo, puedes llamar a flush() en cualquier momento para vaciar el buffer.
* Este mecanismo asegura que no se realicen múltiples escrituras pequeñas en el archivo, lo que reduciría el rendimiento. En lugar de eso, se agrupan las escrituras en una operación más eficiente.

### 6. ****Rendimiento****:

* **BufferedOutputStream** ofrece un rendimiento significativamente mejor que **FileOutputStream** cuando se realizan muchas operaciones de escritura pequeñas.
* Sin el uso de un buffer, cada llamada a write() resultaría en una operación de escritura en el disco, lo que es lento. Con **BufferedOutputStream**, las escrituras pequeñas se agrupan en el buffer y se envían al archivo en una sola operación, reduciendo el número de escrituras físicas en el disco.
* Es especialmente útil en situaciones donde estás escribiendo grandes cantidades de datos en bloques pequeños.

### Ejemplo de uso de ****BufferedOutputStream****:

import java.io.BufferedOutputStream;

import java.io.FileOutputStream;

import java.io.IOException;

public class BufferedOutputStreamExample {

public static void main(String[] args) {

String data = "Este es un ejemplo de BufferedOutputStream.";

try {

// Crear un FileOutputStream envuelto en un BufferedOutputStream

FileOutputStream fos = new FileOutputStream("archivo\_buffered.dat");

BufferedOutputStream bos = new BufferedOutputStream(fos);

// Escribir datos en el buffer

byte[] bytes = data.getBytes();

bos.write(bytes);

// Vaciar el buffer (opcional, se hace automáticamente al cerrar)

bos.flush();

// Cerrar el recurso

bos.close();

fos.close();

System.out.println("Datos escritos con BufferedOutputStream.");

} catch (IOException e) {

e.printStackTrace();

}

}

}

En este ejemplo:

* **BufferedOutputStream** envuelve un **FileOutputStream** para mejorar el rendimiento.
* Los datos se escriben en el buffer de **BufferedOutputStream** en lugar de directamente en el archivo.
* Llamar a flush() asegura que los datos en el buffer se escriben en el archivo sin necesidad de cerrar el flujo.

### 7. ****Buffer grande vs buffer pequeño****:

* Si el tamaño del buffer es demasiado pequeño, los datos se vaciarán con más frecuencia al archivo, lo que puede afectar negativamente el rendimiento, especialmente si estás escribiendo grandes volúmenes de datos.
* Por otro lado, si el tamaño del buffer es muy grande y tu sistema tiene recursos limitados de memoria, podrías experimentar problemas de memoria. El tamaño del buffer debe ajustarse según el caso de uso y los recursos disponibles.

### 8. ****¿Cuándo usar BufferedOutputStream?****:

* **BufferedOutputStream** es ideal cuando necesitas escribir **datos binarios** en archivos de manera eficiente, especialmente si realizas muchas escrituras pequeñas.
* Si estás escribiendo grandes cantidades de datos en bloques pequeños, **BufferedOutputStream** es más eficiente que **FileOutputStream** al reducir el número de operaciones de E/S.
* Se puede utilizar junto con otras clases de E/S, como **ObjectOutputStream** o **DataOutputStream**, para mejorar el rendimiento.

### Ejemplo avanzado: Combinando ****BufferedOutputStream**** con ****DataOutputStream****:

Si deseas escribir tipos de datos primitivos (int, float, boolean, etc.) en un archivo binario de manera eficiente, puedes combinar **BufferedOutputStream** con **DataOutputStream** para beneficiarte del rendimiento de buffering y la flexibilidad de escribir datos primitivos.

### 6. ****DataOutputStream****

* **Descripción**: Permite escribir tipos de datos primitivos (como int, float, boolean) directamente en un archivo en formato binario.
* **Uso común**: Para escribir datos primitivos en archivos binarios de manera eficiente.

*DataOutputStream dos = new DataOutputStream(new FileOutputStream("archivo.dat"));*

*dos.writeInt(123);*

*dos.writeFloat(3.14f);*

*dos.close();*

### Saber más sobre DataOutputStream

**DataOutputStream** es una clase en Java que se utiliza para escribir datos **primitivos** (como int, float, boolean, etc.) y **cadenas de texto** en un formato binario. Está diseñada para escribir tipos de datos de bajo nivel directamente en un archivo o en cualquier flujo de salida, como un **FileOutputStream**. A diferencia de **FileWriter** o **FileOutputStream**, que manejan texto o bytes individuales, **DataOutputStream** es útil cuando necesitas escribir datos primitivos en su representación binaria en un archivo, lo cual es útil para almacenar datos binarios que luego pueden ser leídos con precisión por un **DataInputStream**.

### 1. ****Buffering y memoria****:

* **DataOutputStream** no tiene un buffer interno propio. Sin embargo, puede ser combinado con un **BufferedOutputStream** para mejorar el rendimiento cuando se hacen muchas escrituras pequeñas.
* Sin buffering, cada vez que llamas a un método de escritura en **DataOutputStream**, los datos se envían directamente al flujo de salida (como un **FileOutputStream**). Si se usa junto con **BufferedOutputStream**, los datos primero se almacenan en el buffer en la **memoria RAM**, y luego se escriben al archivo cuando el buffer se llena o cuando se llama a flush().

### 2. ****Proceso de escritura****:

* **DataOutputStream** es capaz de escribir datos primitivos como int, float, double, char, boolean y String en formato binario. Esto significa que los datos se escriben como secuencias de bytes en el archivo.
* Los datos se escriben en su representación binaria, lo que hace que el archivo generado sea más compacto y eficiente. Sin embargo, estos archivos no pueden ser abiertos ni leídos directamente por humanos como un archivo de texto; en su lugar, deben ser leídos utilizando un **DataInputStream** o alguna herramienta que entienda el formato binario.

### 3. ****Uso de la memoria en el sistema****:

* **DataOutputStream** utiliza la memoria RAM solo temporalmente para almacenar los datos primitivos que luego se convierten en una representación binaria. No hay almacenamiento en buffer por defecto, a menos que esté combinado con un **BufferedOutputStream**.
* Es eficiente en términos de memoria porque escribe datos primitivos directamente en el flujo de salida sin transformar los datos en texto.

### 4. ****Cierre del recurso y liberación de memoria****:

* Como con todas las clases de E/S, es crucial cerrar el **DataOutputStream** usando el método close() para asegurarte de que todos los datos pendientes se escriben en el archivo y que los recursos del archivo se liberen.
* Aunque **DataOutputStream** no usa un buffer interno por defecto, es importante cerrar el flujo para liberar la conexión con el archivo y asegurarse de que los datos se escriben completamente.

### 5. ****Sincronización de la memoria y el disco****:

* Los datos que escribes con **DataOutputStream** se envían directamente al archivo en disco sin almacenamiento intermedio a menos que utilices un buffer externo (como **BufferedOutputStream**).
* Si combinas **DataOutputStream** con un **BufferedOutputStream**, los datos se almacenan temporalmente en la **RAM** hasta que el buffer se llena o se llama a flush().

### 6. ****Rendimiento****:

* **DataOutputStream** es eficiente para escribir tipos de datos primitivos en su formato binario sin necesidad de convertirlos a cadenas de texto. Esto lo hace útil en aplicaciones donde necesitas escribir grandes cantidades de datos primitivos.
* Cuando se combina con **BufferedOutputStream**, el rendimiento mejora significativamente en comparación con escribir directamente al archivo sin buffer, ya que agrupa las escrituras en lugar de escribir byte por byte.

### Ejemplo básico de uso de ****DataOutputStream****:

Aquí tienes un ejemplo básico de cómo escribir datos primitivos en un archivo binario usando **DataOutputStream**:

java

Copiar código

import java.io.DataOutputStream;

import java.io.FileOutputStream;

import java.io.IOException;

public class DataOutputStreamExample {

public static void main(String[] args) {

try {

// Crear FileOutputStream envuelto en DataOutputStream

FileOutputStream fos = new FileOutputStream("datos.bin");

DataOutputStream dos = new DataOutputStream(fos);

// Escribir datos primitivos

dos.writeInt(123); // Escribe un entero

dos.writeDouble(45.67); // Escribe un double

dos.writeBoolean(true); // Escribe un booleano

dos.writeUTF("Hola"); // Escribe una cadena en formato UTF-8

// Cerrar el flujo

dos.close();

System.out.println("Datos primitivos escritos en el archivo binario.");

} catch (IOException e) {

e.printStackTrace();

}

}

}

### Explicación:

* En este ejemplo, se escribe un entero, un número decimal (double), un valor booleano y una cadena de texto utilizando **DataOutputStream**.
* Los datos se almacenan en su formato binario en el archivo datos.bin. Para leerlos nuevamente, puedes usar un **DataInputStream**.

### 7. ****Lectura de datos escritos con DataOutputStream****:

Si escribes datos utilizando **DataOutputStream**, también debes utilizar **DataInputStream** para leer esos datos. Aquí te dejo un ejemplo de cómo leer los datos escritos en el archivo anterior.

### Ejemplo de uso de ****DataInputStream****:

import java.io.DataInputStream;

import java.io.FileInputStream;

import java.io.IOException;

public class DataInputStreamExample {

public static void main(String[] args) {

try {

// Crear FileInputStream envuelto en DataInputStream

FileInputStream fis = new FileInputStream("datos.bin");

DataInputStream dis = new DataInputStream(fis);

// Leer los datos en el mismo orden en que fueron escritos

int numero = dis.readInt();

double decimal = dis.readDouble();

boolean bool = dis.readBoolean();

String texto = dis.readUTF();

// Cerrar el flujo

dis.close();

// Mostrar los datos leídos

System.out.println("Número: " + numero);

System.out.println("Decimal: " + decimal);

System.out.println("Booleano: " + bool);

System.out.println("Texto: " + texto);

} catch (IOException e) {

e.printStackTrace();

}

}

}

### Explicación:

* **DataInputStream** se utiliza para leer los datos binarios que fueron escritos con **DataOutputStream**. Los datos deben leerse en el mismo orden en que se escribieron.
* En este ejemplo, se leen un int, un double, un boolean y una cadena UTF-8, que fueron escritos previamente en el archivo datos.bin.

### 8. ****Combinación con BufferedOutputStream****:

Si necesitas mejorar el rendimiento al escribir muchos datos primitivos, puedes combinar **DataOutputStream** con **BufferedOutputStream**. Esto reduce el número de operaciones de E/S al disco al agrupar varias escrituras en un solo bloque.

### Ejemplo: ****DataOutputStream**** con ****BufferedOutputStream****:

import java.io.BufferedOutputStream;

import java.io.DataOutputStream;

import java.io.FileOutputStream;

import java.io.IOException;

public class BufferedDataOutputStreamExample {

public static void main(String[] args) {

try {

// Crear FileOutputStream envuelto en BufferedOutputStream y DataOutputStream

FileOutputStream fos = new FileOutputStream("datos\_buffered.bin");

BufferedOutputStream bos = new BufferedOutputStream(fos);

DataOutputStream dos = new DataOutputStream(bos);

// Escribir datos primitivos en el buffer

dos.writeInt(123);

dos.writeDouble(45.67);

dos.writeBoolean(true);

dos.writeUTF("Hola con buffer");

// Vaciar el buffer y cerrar

dos.flush();

dos.close();

System.out.println("Datos escritos con BufferedOutputStream y DataOutputStream.");

} catch (IOException e) {

e.printStackTrace();

}

}

}

### 9. ****¿Cuándo usar DataOutputStream?****

* **DataOutputStream** es ideal cuando necesitas escribir **datos primitivos** en formato binario, como enteros, flotantes, booleanos, y cadenas de texto en un archivo.
* Es útil cuando los datos que escribes no necesitan ser leídos como texto humano, sino que deben ser procesados por una máquina que pueda interpretar el formato binario.
* Es comúnmente usado en aplicaciones donde necesitas **serializar** datos o escribir archivos binarios compactos que luego pueden ser leídos con **DataInputStream**.

### En resumen:

1. **DataOutputStream** permite escribir datos primitivos (int, float, boolean, etc.) en un archivo en formato binario.
2. No utiliza un buffer interno por defecto, pero puede combinarse con **BufferedOutputStream** para mejorar el rendimiento.
3. Los datos se escriben en su representación binaria, lo que hace que los archivos sean compactos pero no legibles como texto por humanos.
4. Es necesario usar **DataInputStream** para leer los datos que se escriben con **DataOutputStream** en el mismo orden en que fueron escritos.
5. Es importante cerrar el flujo con close() para asegurarse de que todos los datos se escriban correctamente y liberar los recursos asociados.

**DataOutputStream** es una opción excelente cuando necesitas escribir datos primitivos o serializar información en formato binario en archivos, y puede combinarse con buffering para un rendimiento óptimo en grandes volúmenes de datos.

### ****7. ObjectOutputStream****

* **Descripción**: Se usa para escribir objetos completos en un archivo en formato binario (serialización). Permite escribir y leer objetos de clases que implementan Serializable.
* **Uso común**: Para serializar y escribir objetos en archivos binarios.

*ObjectOutputStream oos = new ObjectOutputStream(new FileOutputStream("archivo.obj"));*

*oos.writeObject(new MiObjeto());*

*oos.close();*

**Saber más sobre ObjectOutputStream**

**ObjectOutputStream** es una clase en Java utilizada para **serializar** objetos, es decir, convertir un objeto en una secuencia de bytes para que pueda ser escrito en un archivo, transmitido a través de una red o almacenado de alguna otra manera. Este flujo de bytes puede luego ser **deserializado** para reconstruir el objeto original utilizando **ObjectInputStream**. **ObjectOutputStream** es ideal para escribir estructuras de datos complejas, ya que puede manejar no solo los tipos primitivos, sino también **objetos completos** que implementen la interfaz **Serializable**.

### 1. ****Buffering y memoria****:

* **ObjectOutputStream** no tiene un buffer interno propio, pero se puede combinar con un **BufferedOutputStream** para mejorar el rendimiento cuando se escriben muchos objetos o estructuras complejas.
* Sin buffering, cada vez que llamas a writeObject(), los datos del objeto se convierten en una secuencia de bytes y se escriben inmediatamente en el flujo de salida (por ejemplo, un **FileOutputStream**). Si se combina con **BufferedOutputStream**, los datos primero se almacenan temporalmente en el buffer en la **memoria RAM** antes de ser escritos en el archivo.

### 2. ****Proceso de escritura****:

* **ObjectOutputStream** se utiliza para escribir objetos completos en un archivo u otro flujo de salida. Los objetos deben implementar la interfaz **Serializable** para que puedan ser convertidos a una secuencia de bytes.
* Cuando se llama a writeObject(), **ObjectOutputStream** serializa el objeto (convierte sus datos en una representación binaria) y lo escribe en el flujo de salida. Si el objeto contiene referencias a otros objetos, esas referencias también se serializan automáticamente, lo que permite guardar estructuras de datos complejas.

### 3. ****Uso de la memoria en el sistema****:

* **ObjectOutputStream** utiliza la **memoria RAM** para almacenar temporalmente la representación binaria del objeto mientras lo convierte en bytes. Si se combina con un **BufferedOutputStream**, los bytes generados por la serialización se almacenan en el buffer antes de ser escritos en el archivo, lo que reduce el número de operaciones de escritura directa al disco.
* Aunque la serialización de objetos complejos puede consumir más memoria que simplemente escribir tipos primitivos, **ObjectOutputStream** está optimizado para manejar estructuras de datos complejas y relaciones de objetos.

### 4. ****Cierre del recurso y liberación de memoria****:

* Es crucial llamar a close() en **ObjectOutputStream** para asegurarte de que todos los datos del objeto se escriben completamente en el archivo y se liberan los recursos asociados.
* Si no cierras el flujo, el archivo puede quedar incompleto o corrompido. Además, el sistema no liberará la memoria usada para la serialización hasta que el flujo se cierre.

### 5. ****Sincronización de la memoria y el disco****:

* Cuando utilizas **ObjectOutputStream** sin buffering, los datos del objeto serializado se escriben directamente en el archivo. Si combinas **ObjectOutputStream** con **BufferedOutputStream**, los datos se almacenan temporalmente en el buffer en la **memoria RAM** hasta que el buffer se llena o se llama a flush() o close().
* Para asegurar que los datos se escriban inmediatamente, puedes llamar a flush() para vaciar el buffer y escribir los datos en el archivo.

### 6. ****Rendimiento****:

* **ObjectOutputStream** es eficiente para escribir objetos completos en un archivo, especialmente cuando trabajas con estructuras de datos complejas que incluyen referencias a otros objetos.
* Si escribes grandes cantidades de objetos, el rendimiento mejora significativamente al combinarlo con **BufferedOutputStream**, ya que reduce el número de operaciones de E/S al agrupar las escrituras en el buffer.

### Ejemplo básico de uso de ****ObjectOutputStream****:

Este ejemplo muestra cómo serializar un objeto en un archivo usando **ObjectOutputStream**:

import java.io.FileOutputStream;

import java.io.IOException;

import java.io.ObjectOutputStream;

import java.io.Serializable;

class Persona implements Serializable {

private static final long serialVersionUID = 1L;

String nombre;

int edad;

public Persona(String nombre, int edad) {

this.nombre = nombre;

this.edad = edad;

}

}

public class ObjectOutputStreamExample {

public static void main(String[] args) {

Persona persona = new Persona("Juan", 30);

try {

// Crear FileOutputStream envuelto en ObjectOutputStream

FileOutputStream fos = new FileOutputStream("persona.ser");

ObjectOutputStream oos = new ObjectOutputStream(fos);

// Escribir el objeto persona en el archivo

oos.writeObject(persona);

// Cerrar el flujo

oos.close();

fos.close();

System.out.println("Objeto Persona serializado en persona.ser");

} catch (IOException e) {

e.printStackTrace();

}

}

}

### Explicación:

* **Persona** es una clase simple que implementa **Serializable**, lo que permite que sus instancias sean serializadas.
* **ObjectOutputStream** serializa la instancia del objeto persona y escribe sus datos en un archivo llamado persona.ser.
* Es importante llamar a close() para asegurarse de que todos los datos del objeto se escriben correctamente en el archivo.

### 7. ****Lectura de objetos con ObjectInputStream****:

Para deserializar y leer un objeto que ha sido escrito con **ObjectOutputStream**, se utiliza **ObjectInputStream**. A continuación, se muestra cómo leer el objeto persona del archivo persona.ser.

### Ejemplo de uso de ****ObjectInputStream****:

import java.io.FileInputStream;

import java.io.IOException;

import java.io.ObjectInputStream;

public class ObjectInputStreamExample {

public static void main(String[] args) {

try {

// Crear FileInputStream envuelto en ObjectInputStream

FileInputStream fis = new FileInputStream("persona.ser");

ObjectInputStream ois = new ObjectInputStream(fis);

// Leer el objeto del archivo

Persona persona = (Persona) ois.readObject();

// Mostrar los datos del objeto leído

System.out.println("Nombre: " + persona.nombre);

System.out.println("Edad: " + persona.edad);

// Cerrar el flujo

ois.close();

fis.close();

} catch (IOException | ClassNotFoundException e) {

e.printStackTrace();

}

}

}

### Explicación:

* **ObjectInputStream** lee el objeto serializado desde el archivo persona.ser y lo deserializa para reconstruir la instancia de la clase Persona.
* Los datos del objeto (nombre y edad) se pueden acceder como si fuera el objeto original.

### 8. ****Combinación con BufferedOutputStream****:

Si necesitas mejorar el rendimiento al escribir muchos objetos o estructuras de datos complejas, puedes combinar **ObjectOutputStream** con **BufferedOutputStream** para reducir las operaciones de E/S al disco.

### Ejemplo: ****ObjectOutputStream**** con ****BufferedOutputStream****:

import java.io.BufferedOutputStream;

import java.io.FileOutputStream;

import java.io.IOException;

import java.io.ObjectOutputStream;

public class BufferedObjectOutputStreamExample {

public static void main(String[] args) {

Persona persona = new Persona("Juan", 30);

try {

// Crear FileOutputStream envuelto en BufferedOutputStream y ObjectOutputStream

FileOutputStream fos = new FileOutputStream("persona\_buffered.ser");

BufferedOutputStream bos = new BufferedOutputStream(fos);

ObjectOutputStream oos = new ObjectOutputStream(bos);

// Escribir el objeto en el buffer

oos.writeObject(persona);

// Vaciar el buffer y cerrar

oos.flush();

oos.close();

System.out.println("Objeto Persona serializado con buffer.");

} catch (IOException e) {

e.printStackTrace();

}

}

}

### 9. ****Manejo de referencias cíclicas****:

Una característica importante de **ObjectOutputStream** es que maneja **referencias cíclicas**. Si un objeto hace referencia a sí mismo (directa o indirectamente), **ObjectOutputStream** no entrará en un bucle infinito, sino que detectará y manejará las referencias de manera eficiente.

### 10. ****¿Cuándo usar ObjectOutputStream?****

* **ObjectOutputStream** es ideal cuando necesitas serializar y guardar **objetos completos** con sus propiedades en archivos o transmitirlos a través de redes.
* Es especialmente útil cuando necesitas almacenar estructuras de datos complejas, como listas de objetos o árboles de objetos con referencias entre sí.
* Se puede utilizar para guardar el estado de un programa (por ejemplo, para persistir datos de una aplicación) y luego restaurarlo mediante deserialización.

### En resumen:

1. **ObjectOutputStream** convierte (serializa) objetos en secuencias de bytes para almacenarlos o transmitirlos.
2. Puede escribir cualquier objeto que implemente la interfaz **Serializable**.
3. Al igual que otras clases de E/S, es importante cerrar el flujo con close() para asegurarte de que todos los datos del objeto se escriben correctamente y liberar los recursos.
4. Se puede combinar con **BufferedOutputStream** para mejorar el rendimiento al serializar grandes cantidades de objetos.
5. **ObjectInputStream** es necesario para deserializar y reconstruir los objetos escritos con **ObjectOutputStream**.

**ObjectOutputStream** es una herramienta poderosa cuando necesitas guardar el estado de los objetos y estructuras de datos completas en formato binario y restaurarlos en el futuro mediante deserialización.